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Abstract. In current composition languages for web services, there is
insufficient support to explicitly separate crosscutting concerns, which
leads to compositions that are hard to maintain or evolve. A similar
problem in object-oriented languages is being tackled by aspect-oriented
programming, and some work has been started to apply these techniques
to web service composition languages as well. We identified some prob-
lems with these approaches. This short paper lists these limitations and
offers a number of requirements to apply aspect-oriented techniques to
workflow languages.

1 Introduction

Web services [1] are a popular way of making existing software available as
external services over a network, through standardized protocols. In recent years,
workflow languages [2] are used to express these web service compositions. One
of the most popular languages today, is WS-BPEL [3].

Even though WS-BPEL, and other workflow languages, are very well suited
to express these kind of compositions, its abstraction model doesn’t explicitly
support a good separation of concerns [4]. WS-BPEL processes are coded ac-
cording to the requirements of the core functionality, which means that concerns
other from the main concern, do not fit the decomposition, and end up scattered
in the process.

A typical example of a non-core concern, is a business rule such as “billing” [5],
which keeps some data during the execution of the process, e.g. the duration of
invocations of external services, and charges the user proportionally. Without
explicit support for separation of concerns, the billing concern cannot be cleanly
separated from the base process, and is scattered in and tangled with the other
concerns.

The same problem was originally identified in object-oriented systems, and
aspect-oriented software development (AOSD) proves to be a valid solution [6].
The research community acknowledges this problem for workflow languages, and
understands AOSD has potential in this context too [7]. There already have
been proposals to approach the problem with AOSD solutions. However, they



literally translate the existing AOSD approaches for object-oriented languages
to workflow languages, without much regards for the specific needs of these
workflow languages.

In this short paper the requirements for applying aspect-oriented techniques,
to separate crosscutting concerns in web service composition languages, are out-
lined. Section 2 details the problem with current workflow languages. Section 3
gives an overview of the current approaches and their limitations. In section 4
we layout the directions for our future research, and list the features and require-
ments that we deem necessary in an AOSD approach to the problem. Section 5
concludes the paper with a short summary of the problem and our envisioned
solution.

2 Crosscutting concerns in web service compositions

Web services are a relatively new standard that allow communication between
distributed processes, based on existing internet protocols (e.g. http), with the
addition of some required “middleware”-enabling protocols, e.g. WS-Security.
Web services are of use in two different settings. They can be used to offer
certain paid services on the internet, or they can realize the integration between
several business processes. A web service is an interface, describing a number
of operations that can be called by sending messages over a network. They
are the foundation of the service oriented architecture (SOA). In this approach,
applications use services that offer a certain function on the network. The clients
are unaware of the specific implementation of the service, and only rely on its
interface. This kind of loose coupling allows independent evolution of services,
while maintaining compatibility with client applications.

2.1 Web service compositions

Web service composition is a powerful mechanism to create new web services.
Imagine, for example, a travelling agent that offers separate services to book
airplane tickets and hotel reservations. By composing these two services, we
obtain a new service with which customers can book all-in trips. This kind of
reuse removes a lot of complexity in designing advanced web services, as large
parts of the service are handled by external services. They offer an added value
over regular web services.

We can distinct two large families of web service composition languages. On
one side, there are languages that define executable processes by means of web
service orchestrations. They do so by fixing a well-defined order of interaction
between web services. On the other side, web service choreographies only define
the publicly visible behavior of the messages that are exchanged between services.
They do not define the internal logic of a process, and as a result, they are not
executable.

Choreographies are useful to verify the communication protocol of services,
the specific order of messages that are to be exchanged. Consider for example a



web service where a user has to log himself in and out with the service, before
and after further interaction. This protocol can be enforced with a choreography
specification, without detailing the internal logic of the services. A number of
high level composition languages exist that support web services standards. Most
notably, there are WSCL [8], YAWL [9], en WS-BPEL [3]. However, none of these
languages offers a way to separate crosscutting concerns.

2.2 Crosscutting concerns

One important principle in programming languages, is that of separation of
concerns, which states that properties of software systems must be dealt with
separately. Doing so, those parts of the system can be more easily specified,
changed, removed or reused.

In object-oriented programming, programs are built by making a class hier-
archy of the problem domain. Properties that do not fit this modularization, end
up scattered in the application, and entangled with each other. These properties,
are the so-called cross-cutting concerns, and are a direct result of the tyranny
of this dominant decomposition [10]. As noticed by Arsanjani et al. [7] and oth-
ers [11–13], this problem also applies to web service composition languages.

In our example of the travelling agent, this could be a “Billing” concern, that
measures the time it took to talk to the several web services, and charges the
user accordingly. Coding this in the web service composition using the traditional
mechanisms, leads to scattered and entangled code. An approach to this general
problem is proposed under the form of aspect-oriented programming, and while
most research is focused on its application to object-oriented programming, a
few approaches for web service composition languages have come forward as well.
The following section gives more details on these approaches.

3 Current approaches

Current approaches to achieve better separation of concerns in web service com-
positions are designed to use aspect-oriented technology. This section starts with
an overview of this relatively new programming paradigm, and continues to de-
scribe the current approaches and their shortcomings.

3.1 Aspect-oriented software development

To support a better separation of concerns, aspect-oriented software program-
ming (AOP) is proposed. Kiczales et al. note that with the existing methods,
certain properties of an application have to be implemented in multiple modules
of the system. The same logic is repeated over several modules, which means
there is an amount of code duplication. This gives the typical problems that it
is hard to add or remove these concerns, to change or even reuse them. AOP
wants to achieve a better separation of concerns by moving these crosscutting
concerns into separate modules, named aspects. Changing, adding or removing



concerns that are specified in aspects, no longer require changes in the rest of
the system.

Several approaches to AOP exist. AspectJ is the first, and also the most well
known, approach. This language is an extension to Java and allows programming
of concerns in modules (aspects), separate from the classes of the base system.
AspectJ introduces a few new concepts to achieve this goal. An aspect describes
when it applies, by selecting a number of “join points”. These join points are
well-defined events during the execution of a program, e.g. the execution of a
method. The expression that selects these join points is called a “pointcut”.
The aspect specifies in the “advice” what should happen on those selected join
points. An “aspect weaver” activates the aspects on the places specified by the
pointcuts.

3.2 Current approaches using AOSD on web services

– AO4BPEL. In [11], Charfi presents AO4BPEL, an aspect-oriented extension
to WS-BPEL. It is a dynamic approach, meaning that aspects can be added
to or removed from a composition at runtime, while the process is being
executed. This approach requires a modified WS-BPEL engine, and is not
compatible with existing software. In AO4BPEL each activity is a possible
join point. Pointcuts capturing these join points are written in the low-level
XPath language.

– AdaptiveBPEL. Another dynamic approach is AdaptiveBPEL [14]. This is
a framework that allows managing dynamic aspects. In this approach it is
possible to plug in and remove aspects into a core service composition to
address quality-of-service concerns and adapt to changes in business rules.
AdaptiveBPEL also relies on a modified WS-BPEL engine which applies
aspects at runtime.

– Courbis and Finkelstein. An aspect-oriented extension resembling AO4BPEL
is proposed by Courbis and Finkelstein [15]. In their approach they use
XPath as a pointcut language and a modified WS-BPEL engine to allow
dynamic addition and removal of aspects. Their advice language is Java.

3.3 Limitations of the current approaches

A first observation we made in studying the current approaches, is that they are
all quite literal, direct translations of aspect-oriented solutions of object-oriented
systems to the web service composition context. A result of this, is that these
approaches suffer from a number of shortcomings. Some problems arise with the
application of AOSD to the web service composition domain (problems 1 and 2).
Others stem from the difficulties in object-oriented AOSD research (problems 3,
4 and 5). The issues there are also appearant in the web service composition do-
main, and it is worthwhile to investigate the application of the current techniques
in this new context.



1. Confused layers of abstraction. It is important to stay on the same level
of abstraction as the base WS-BPEL process. In more recent versions of
AO4BPEL it is possible to alter SOAP messages on the engine level, which
allows expressing concerns that can not (easily) be written in a WS-BPEL
process. But doing so, this is no longer an approach to separate concerns on
workflow level. This extension is also specific to implementation details, by
being only applicable on WS-BPEL engines that uses SOAP as the transport
protocol. In the approach of Courbis and Finkelstein, the abstraction layers
also fade. Their advice code is written in Java, and, unfortunately, is not only
used to obtain a clean separation of concerns, but also to execute arbitrary
Java code in WS-BPEL processes. Code expressed in the Java language is
of a lower abstraction-level than WS-BPEL.

2. Missing workflow-specific concepts. The current approaches lack concepts
that are specific to web service composition languages. The advice model
should support workflow specific concepts, such as synchronization, skipping
activities, etc.

3. Limited pointcut language
(a) The pointcut language in AO4BPEL and the approach of Courbis and

Finkelstein is XPath, which is a language to navigate an XML structure.
The pointcuts in these approaches are no more than XPath expressions
that point to a direct path in a WS-BPEL XML document. Being tied
so closely to the structure of an XML file, limits the reusability of the
pointcuts. They are very fragile, and easily break when the process would
evolve.

(b) None of the approaches support quantification of the join points based
on protocol. If we for instance want to express that an aspect can only
activate on the third execution of a certain action, we should be able to
express this in the pointcut language.

4. Reusability. One of the most appealing advantages of aspects is that they
are reusable. A concern implemented in an aspect, should be applicable to
multiple compositions. However, current approaches require the aspect to be
changed to the specifics of the composition it is applied to. Some techniques
to solve this are proposed in current research in the AOSD field, but are not
considered in the approaches for composition languages.

5. Aspect interaction. When multiple aspects are applicable on a single join
point, the so called “feature interaction” problem occurs. Aspects are not
necessarily orthogonal, and as such, the order of execution matters. It is
furthermore desirable to express more advanced aspect compositions than
a simple ordering. Current approaches for composition languages either do
not consider this problem, or try to tackle it in a very limited way.

4 Towards better separation of concerns in web service
compositions

In this section we list the requirements for a better aspect-oriented approach to
separation of concerns in web service composition languages. The list is based on



the limitations we identified in existing approaches and introduces some novel
ideas.

1. Workflow-specific advice. We extend the advice language with concepts that
are specific for workflow languages. Examples of these specific concepts are
listed here.
(a) Advice without order. In advising web service compositions it occurs that

a branch has to be added in a construction where the order is not of
importance. For example, an extra activity to be executed in a parallel
split, or an extra condition in a merge activity. This kind of advice is
named “in” advice [16]. Another kind of workflow specific advice is the
“while” advice, that specifies that a certain activity is to be executed
during the execution of the selected join point.

(b) Skipping advice. Aspects can specify that certain activities are no longer
to be executed. Consider for example an aspect that specifies that a
certain part of a web service composition is no longer of use, because
some decisions are made by the client beforehand.

(c) Synchronize activities. Aspects can alter workflows in such a way, that
new synchronization points are to be introduced in the composition. In
future research we plan to look into how this can be easily expressed,
and how this can be efficiently implemented.

2. Declarative pointcut language. Using a pointcut language based on logic pro-
gramming offers advantages over traditional pointcut languages. Pointcuts
are no more than logic rules that select join points. It is very easy to create
new pointcuts by reusing the old ones. Furthermore, it is possible to write
recursive pointcuts. Introducing an expressive pointcut language, addresses
problem 3a.

3. Protocol based quantification. Web service compositions express processes,
and precisely in such program specifications it is interesting to express the
applicability based on a sequence or a protocol of events (problem 3b). Con-
sider for instance a workflow where a user has three chances to complete
a password request before he is denied further access to the service. This
can be encoded in a separate aspect, if there is support for remembering
prior events in the execution of a workflow. This is also known as “statefull
aspects” [17, 18].

4. Deployment constructs. Aspects are often applicable on more than a single
web service composition, and therefore we want them to be as reusable as
possible. As shown in problem 4, current approaches have little support for
this. In order to achieve this, we plan to use a dedicated layer between the
aspects and the compositions to which they apply. In this layer deployment
specifications are made. In the deployment constructions we also express
the aspect composition specifications that address the feature interaction
problem (as shown in problem 5). Lastly, the deployment construct is a good
place to specify how the aspects are to be deployed: e.g. one per workflow
instance, globally, etc.



5 Conclusion

Current web service composition languages lack support to explicitly separate
crosscutting concerns from each other and the base workflow. This problem was
already found in object-oriented programming language, and the solution that
is proposed for these languages can be applied to workflow languages as well.
However, this approach can not be literally translated to this other paradigm,
as workflow languages have their own specific needs. Current approaches ap-
proaches do not take this into account, and as such suffer from some shortcom-
ings.

In this short paper we identified these limitations of the current approaches.
We also listed a number of requirements for future work to tackle these prob-
lems. We already started the development of an aspect-oriented extension to WS-
BPEL, which we named Padus [16]. This approach strives to a better reusability
of aspects and uses several techniques to accomplish this. Padus uses a declara-
tive pointcut language, based on logic programming. In this pointcut language, it
is possible to select join points in a describing way, rather than explicitly listing
the points. Padus also supports explicit aspect deployments for further reuse.
In addition to the regular before-, after- and around advice, the advice model
of this language already supports “in” advice to allow including new branches
in orderless structures like parallel splits (flow activities). Padus, however does
not yet support some of the requirements listed in the previous section, e.g. the
“while” advice and support for protocol based quantification in the pointcut
language.
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